# Exercise: Dynamic Programming

This document defines an exercise for ["Algorithms with Python" course @Software University](https://softuni.bg/opencourses/algorithms-with-python)".

Please submit your solutions (source code) to all below-described problems in [Judge](https://judge.softuni.org/Contests/3473).

## Binomial Coefficients

Write a program that finds the [binomial coefficient](https://en.wikipedia.org/wiki/Binomial_coefficient) for given non-negative integers n and k. The coefficient can be found recursively by adding the two numbers above using the formula:
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However, this leads to calculating the same coefficient multiple times (a problem that also occurs when solving the Fibonacci problem recursively). Use memoization to improve performance.

You can check your answers using the picture below (row and column indices start from 0):

![triangle](data:image/gif;base64,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)

### **Examples**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3  2 | 3 |
| 4  0 | 1 |
| 6  2 | 15 |
| 49  10 | 8217822536 |

## Word Differences

Write a program that finds all the **differences** between two strings. You have to determine the **smallest set** of **deletions** and **insertions** to make the **first** string **equal** to the **second**. Finally, you have to print the **count** of the minimum **insertions** and **deletions**.

### Input

* You will receive the **two strings** on **separate lines**

### Output

* Print the minimum **amount** of **deletions** and **insertions** as described below

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comment** |
| YMCA  HMBB | Deletions and Insertions: 6 | One solution will be to remove "Y" and add "H" to the first: HMCA  "M" matches in both strings  Remove "C" and "A" from the first: HM  Add two "B"'s and now both strings match |
| JFEIOWHGOW  GHEWQHFEWQ | Deletions and Insertions: 12 |  |

## Connecting Cables

We are in a rectangular room. On opposite sides of the room, there are sets of n cables (n < 1000). The cables are indexed from 1 to n.

On each side of the room, there is a permutation of the cables, e.g. on one side we always have ordered {1, 2, 3, 4, 5} and on the other side, we have some permutation {5, 1, 3, 4, 2}. We are trying to connect each cable from one side with the corresponding cable on the other side – connect 1 with 1, 2 with 2, etc. **The cables are straight and should not overlap!**

The task is to find the maximum number of pairs we can connect given the restrictions above.

### **Examples**

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2 5 3 8 7 4 6 9 1 | Maximum pairs connected: 5 |  |
| 4 3 2 1 | Maximum pairs connected: 1 | Any other pair can be connected as well. |
| 1 2 3 | Maximum pairs connected: 3 |  |

## Minimum Edit Distance

We have two strings, s1 and s2. The goal is to obtain s2 from s1 by applying the following operations:

* replace(i, x) – in s1, replaces the symbol at index with the character x
* insert(i, x) – in s1, inserts the character x at index i
* delete(i) – from s1, removes the character at index i

We are only allowed to modify s1, s2 always stays unchanged. Each of the three operations has a certain **cost** associated with it (positive integer number).

**Note**: the cost of the replace(i, x) operation is 0 if it does not change the character.

The goal is to find the sequence of operations which will produce s2 from s1 with **minimal cost**.

### Input

* The input consists of **five lines**.
* The **first** line is the **replacement cost**.
* The **second** line is the **insert** **cost**.
* The **third** line is the **delete** **cost**.
* After that on the next two lines are the two strings **s1** and **s2.**

### **Examples**

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 3  2  1  abracadabra  mabragabra | Minimum edit distance: 7 | Indices refer to the original s1 string – DELETE(3) deletes the symbol at index 3 from abracadabra, not from the modified string mabracadabra after the INSERT(0, m) operation. |
| 3  3  3  equal  equal | Minimum edit distance: 0 |  |
| 1  1  1  equal  different | Minimum edit distance: 8 |  |

## Longest String Chain

Given a list of strings, write a program that returns the longest string chain that can be built from those strings.

A string chain is defined as follows: subsequence of a given sequence in which the subsequence's elements are in sorted order (string length), lowest to highest, and in which the subsequence is as long as possible.

If several sequences with equal length exist, find the left-most of them.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| a ab abcd abc | a ab abcd |
| a ab abcd abc abcd abcde | a ab abc abcd abcde |
| abde abc abd abcde ade ae 1abde abcdef | abde abcde abcdef |

## Longest Zigzag Subsequence

A zigzag sequence is one that alternately increases and decreases. More formally, such a sequence has to comply with one of the two rules below:

1. Every even element is smaller than its neighbors and every odd element is larger than its neighbors, or
2. Every odd element is smaller than its neighbors and every even element is larger than its neighbors

1 3 2 is a zigzag sequence, but 1 2 3 is not. Any sequence of one or two elements is zigzag.

Find the longest zigzag subsequence in a given sequence.

### **Examples**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 8 3 5 7 0 8 9 10 20 20 20 12 19 11 | 8 3 5 0 20 12 19 11 |
| 1 2 3 | 1 2 |
| 1 3 2 | 1 3 2 |
| 24 5 31 3 3 342 51 114 52 55 56 58 | 24 5 31 3 342 51 114 52 55 |